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**Introduction:**

In this assignment, I will be creating two different implementations of graphs using adjacency matrices and adjacency lists. For each of these two graphs, I will be running two functions, known as BFS and DFS. Each of these tests will be ran four times on different types of inputs, including Cycle, Clique, 25% edge, and 75% edge.

**Theoretical Analysis:**

Theoretically, cycle and clique graphs should have a very similar runtime, and the only place the runtimes may differ is for the 25% and 75% for the list ADT because the runtime is O(V­2), and the differences in V will cause differences in the graphs as well. This means that for the adjacency list, the 25% should be a lot slower than the 75%.

**Experimental Setup:**

I am currently running this on a computer with 32GB RAM, however, Visual Studio only allocates 2 GB of processing memory for any given project. I am using Visual Studio 2019, which runs C++17 with experimental features of C++20. For my timing mechanism I used the high-resolution clock inbuilt function to accurately time how fast my program ran. I only ran each graph for one trial, but ran them 4 times by inserting cyclic, clique, 25% edge, and 75% edge values for two algorithms, BFS and DFS for three different input sizes, ranging from 100 to 10000. This makes for a total of 48 trials.

**Experimental Results:**

These graphs are all very similar, and the numbers are very close together for all four graph techniques, which is how it should be. As we can see, the 25% for each of the list arrangements end up being quite a bit higher then the 75%. Strangely, the 25% for the BFS for the list doesn’t start of higher than the 75% but ends up being much higher as the number of inputs increases. I’m not sure why that is but it could be related to the fact that we are using a linked list rather than a vector. Using a linked list causes longer insert times and longer search times than a vector which could be the main reason this is happening, but in that case it wouldn’t explain the reason that it becomes correct during the later inputs. There really isn’t anything else to say about this set of graphs, most of these are exactly as they should be. The difference is far more apparent in the DFS than the BFS for the list’s 25% which makes sense because of the way stacks work in comparision to queues. The runtime for the Stanford dataset was .42094 seconds for the list and .02279 for the matrix.